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I mentioned in my last post that partitioning provides a great way to manage a time-based sliding window. Unfortunately, there are no out-of-the-box tools to facilitate adjusting the sliding window so I decided to share scripts I’ve developed to automate the task.

Details of a time-based sliding window strategy vary slightly depending on whether the partition function is RANGE RIGHT or RANGE LEFT. The default RANGE LEFT is pervasive so I’ll post a RANGE LEFT example here. I’ll follow up with a RANGE RIGHT version in my next post.

The stored procedure below shows how you can automate a RANGE LEFT daily sliding window for a datetime data type partition function. This sample procedure can be adjusted for other time-including data types simply by changing the data type declarations and adjusting the boundary calculation to return the latest possible time. See my [Sliding Window Table Partitioning](http://weblogs.sqlteam.com/dang/archive/2008/08/30/Sliding-Window-Table-Partitioning.aspx) post for a list of the appropriate time value boundary values by data type.

The @RetentionDays parameter specifies the desired data retention in days. This value is used to purge old data using SWITCH and also adjust the partition function so that historical, current and future data are in separate partitions. See my [Sliding Window Table Partitioning](http://weblogs.sqlteam.com/dang/archive/2008/08/30/Sliding-Window-Table-Partitioning.aspx) post for more information on how this approach avoids costly data movement during SPLIT and MERGE.

This sample stored proc can be tweaked in order to address environment-specific requirements (object names, filegroups, multiple partition schemes) other time intervals (e.g. month, year). I’ve found the verbose messages (SELECT and RAISERROR) are useful for troubleshooting but these can be removed if desired.

Note that this sample uses a staging table as a SWITCH target that is partitioned identically to the primary table. I’ve found that this technique makes it easy to ensure the staging table target partition is properly aligned for SWITCH.

**Example of RANGE LEFT Sliding Window Automation**

Below are the demo objects used by the range LEFT sliding window procedure.

|  |
| --- |
| --no boundaries initially - proc will create as needed  CREATE PARTITION FUNCTION PF\_MyPartitionFunction(datetime)  AS RANGE LEFT FOR VALUES();  GO    CREATE PARTITION SCHEME PS\_MyPartitionScheme  AS PARTITION PF\_MyPartitionFunction ALL TO ([PRIMARY]);  GO    CREATE TABLE dbo.MyPartitionedTable  (  PartitionColumnDateTime datetime  ) ON PS\_MyPartitionScheme(PartitionColumnDateTime);  GO    --note staging table uses same partition scheme as primary table  CREATE TABLE dbo.MyPartitionedTable\_Staging  (  PartitionColumnDateTime datetime  ) ON PS\_MyPartitionScheme(PartitionColumnDateTime);  GO |

The sliding window proc:

|  |
| --- |
| CREATE PROC dbo.SlideRangeLeftWindow\_datetime  @RetentionDays int,  @RunDate datetime = NULL  /\*  This proc maintains a RANGE LEFT daily sliding window  based on the specified @RetentionDays. In addition to  purging old data, the partition function is adjusted to  account for scheduling issues or changes in @RetentionDays.    Partitions are split and merged so that the first partition  contains the oldest data and the last two partitions (future  data) are empty. The other petitions will contain historical  and current data for the specified number of @RetentionDays.    After successful execution, (at least) the following  partitions will exist:  - partition 1 = oldest data period  - third from last partition = current data (@RunDate)  - second from last partition = @RunDate + 1 (normally empty)  - last partition = @RunDate + 2 (normally empty)  \*/    AS    SET NOCOUNT, XACT\_ABORT ON;    DECLARE  @Error int,  @RowCount bigint,  @ErrorLine int,  @Message varchar(255),  @ExpirationDate datetime,  @PartitionBoundaryDate datetime;    SET @Error = 0;    BEGIN TRY    IF @RunDate IS NULL  BEGIN  --use current date (midnight) if no date specified  SET @RunDate = DATEADD(day, 0, DATEDIFF(day, '', GETDATE()));  END  ELSE  BEGIN  --set time to midnight of specified date  SET @RunDate = DATEADD(day, 0, DATEDIFF(day, '', @RunDate));  END    SET @Message =  'Run date = ' +  CONVERT(varchar(23), @RunDate, 121) +  ', Retention days = ' +  CAST(@RetentionDays AS varchar(10));    RAISERROR (@Message, 0, 1) WITH NOWAIT;    --set datetime boundary to latest posible datetime of previous day  SET @RunDate = DATEADD(millisecond, -3, @RunDate);    --calculate expiration date based on @RetentionDays and @RunDate  SET @ExpirationDate = DATEADD(day, @RetentionDays \* -1, @RunDate);    RAISERROR ('Partition boundaries before maintenance:', 0, 1) WITH NOWAIT;  SELECT CAST(prv.value AS datetime) AS PartitionBoundary  FROM sys.partition\_functions AS pf  JOIN sys.partition\_range\_values AS prv ON  prv.function\_id = pf.function\_id  WHERE pf.name = 'PF\_MyPartitionFunction';    --get oldest existing boundary  SELECT  @PartitionBoundaryDate =  CAST(MIN(prv.value) AS datetime)  FROM sys.partition\_functions AS pf  JOIN sys.partition\_range\_values AS prv ON  prv.function\_id = pf.function\_id  WHERE pf.name = 'PF\_MyPartitionFunction';    BEGIN TRAN;    --acquire exclusive table lock to prevent deadlocking  --with concurrent activity.  SELECT TOP 1 @error = 0  FROM dbo.MyPartitionedTable WITH (TABLOCKX, HOLDLOCK);    --If first partition boundary is later than expiration date,  --split first partition so that it contains only expired data.  IF @PartitionBoundaryDate > @ExpirationDate  OR @PartitionBoundaryDate IS NULL  BEGIN  SET @PartitionBoundaryDate = @ExpirationDate;  ALTER PARTITION SCHEME PS\_MyPartitionScheme  NEXT USED [PRIMARY];  ALTER PARTITION FUNCTION PF\_MyPartitionFunction()  SPLIT RANGE(@PartitionBoundaryDate);  SET @Message =  'Created boundary ' +  CONVERT(varchar(30), @PartitionBoundaryDate, 121);  RAISERROR(@Message, 0, 1) WITH NOWAIT;  END;    --Switch and merge partitions older that retention period  WHILE @PartitionBoundaryDate <= @ExpirationDate  BEGIN    --Ensure target staging partition is empty  TRUNCATE TABLE dbo.MyPartitionedTable\_Staging;  ALTER TABLE dbo.MyPartitionedTable SWITCH PARTITION 1  TO dbo.MyPartitionedTable\_Staging PARTITION 1;  --get count of purged rows for message  SELECT @RowCount = rows  FROM sys.partitions  WHERE  object\_id = OBJECT\_ID(N'MyPartitionedTable\_Staging')  AND partition\_number = 1;  --purge data permanently  TRUNCATE TABLE dbo.MyPartitionedTable\_Staging;  SET @Message =  'Moved data older than ' +  CONVERT(varchar(23), @PartitionBoundaryDate, 121) +  ' (' + CAST(@RowCount as varchar(20)) + ' rows) to staging table';  RAISERROR(@Message, 0, 1) WITH NOWAIT;    --merge first and second partitions  ALTER PARTITION FUNCTION PF\_MyPartitionFunction()  MERGE RANGE(@PartitionBoundaryDate);  SET @Message =  'Removed boundary ' +  CONVERT(varchar(30), @PartitionBoundaryDate, 121);    RAISERROR(@Message, 0, 1) WITH NOWAIT;    --get oldest partition boundary for next iteration  SET @PartitionBoundaryDate = NULL;  SELECT  @PartitionBoundaryDate =  CAST(MIN(prv.value) AS datetime)  FROM sys.partition\_functions AS pf  JOIN sys.partition\_range\_values AS prv ON  prv.function\_id = pf.function\_id  WHERE pf.name = 'PF\_MyPartitionFunction';  END;    --Make sure we have individual partitons for tomorrow  --and future days.  SET @PartitionBoundaryDate = DATEADD(day, 1, @RunDate);  WHILE @PartitionBoundaryDate <= DATEADD(day, 2, @RunDate)  BEGIN  IF NOT EXISTS  (  SELECT prv.value  FROM sys.partition\_functions AS pf  JOIN sys.partition\_range\_values AS prv ON  prv.function\_id = pf.function\_id  WHERE  pf.name = 'PF\_MyPartitionFunction'  AND CAST(prv.value AS datetime) = @PartitionBoundaryDate  )  BEGIN  ALTER PARTITION SCHEME PS\_MyPartitionScheme  NEXT USED [PRIMARY];  ALTER PARTITION FUNCTION PF\_MyPartitionFunction()  SPLIT RANGE(@PartitionBoundaryDate);  SET @Message =  'Created boundary ' +  CONVERT(varchar(30), @PartitionBoundaryDate, 121);    RAISERROR(@Message, 0, 1) WITH NOWAIT;  END;  ELSE  BEGIN  SET @Message =  'Partition already exists for boundary ' +  CONVERT(varchar(30), @PartitionBoundaryDate, 121);  RAISERROR(@Message, 0, 1) WITH NOWAIT;  END;    --calc boundary date for next iteration  SET @PartitionBoundaryDate =  DATEADD(day, 1, @PartitionBoundaryDate);  END    COMMIT;    END TRY  BEGIN CATCH    SELECT  @Error = ERROR\_NUMBER(),  @Message = ERROR\_MESSAGE(),  @ErrorLine = ERROR\_LINE();    SET @Message =  'Partition maintenenace failed with error %d at line %d: ' +  @Message;  RAISERROR(@Message, 16, 1, @Error, @ErrorLine) WITH NOWAIT;    IF @@TRANCOUNT > 0  BEGIN  ROLLBACK;  END;    END CATCH;    RAISERROR ('Partition boundaries after maintenance', 0, 1) WITH NOWAIT;  SELECT CAST(prv.value AS datetime) AS PartitionBoundary  FROM sys.partition\_functions AS pf  JOIN sys.partition\_range\_values AS prv ON  prv.function\_id = pf.function\_id  WHERE pf.name = 'PF\_MyPartitionFunction';    Done:    RETURN @error;  GO |

Demo scripts:

|  |
| --- |
| --day 1: create initial 3 partitions  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-01T01:00:00');  EXEC dbo.SlideRangeLeftWindow\_datetime @RetentionDays = 1, @RunDate = '2008-09-01T00:00:00';  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-01T02:00:00');    --day 2: create partition for future data (4 partitions)  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-02T01:00:00');  EXEC dbo.SlideRangeLeftWindow\_datetime @RetentionDays = 1, @RunDate = '2008-09-02T00:00:00';  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-02T02:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-02T03:00:00');    --day 3: purge data and create partition for future data (rolling 4 partitions)  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-03T01:00:00');  EXEC dbo.SlideRangeLeftWindow\_datetime @RetentionDays = 1, @RunDate = '2008-09-03T00:00:00';  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-03T02:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-03T03:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-03T04:00:00');    --day 5: catch-up after missed day 4  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-04T01:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-04T02:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-04T03:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-04T04:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-04T05:00:00');  INSERT INTO dbo.MyPartitionedTable VALUES('2008-09-05T01:00:00');  EXEC dbo.SlideRangeLeftWindow\_datetime @RetentionDays = 1, @RunDate = '2008-09-05T00:00:00'; |

Below is the output from the demo script:

|  |
| --- |
| Run date = 2008-09-01 00:00:00.000, Retention days = 1  Partition boundaries before maintenance:  PartitionBoundary  -----------------------    Created boundary 2008-08-30 23:59:59.997  Moved data older than 2008-08-30 23:59:59.997 (0 rows) to staging table  Removed boundary 2008-08-30 23:59:59.997  Created boundary 2008-09-01 23:59:59.997  Created boundary 2008-09-02 23:59:59.997  Partition boundaries after maintenance  PartitionBoundary  -----------------------  2008-09-01 23:59:59.997  2008-09-02 23:59:59.997 |
| Run date = 2008-09-02 00:00:00.000, Retention days = 1  Partition boundaries before maintenance:  PartitionBoundary  -----------------------  2008-09-01 23:59:59.997  2008-09-02 23:59:59.997    Created boundary 2008-08-31 23:59:59.997  Moved data older than 2008-08-31 23:59:59.997 (0 rows) to staging table  Removed boundary 2008-08-31 23:59:59.997  Partition already exists for boundary 2008-09-02 23:59:59.997  Created boundary 2008-09-03 23:59:59.997  Partition boundaries after maintenance  PartitionBoundary  -----------------------  2008-09-01 23:59:59.997  2008-09-02 23:59:59.997  2008-09-03 23:59:59.997 |
| Run date = 2008-09-03 00:00:00.000, Retention days = 1  Partition boundaries before maintenance:  PartitionBoundary  -----------------------  2008-09-01 23:59:59.997  2008-09-02 23:59:59.997  2008-09-03 23:59:59.997    Moved data older than 2008-09-01 23:59:59.997 (2 rows) to staging table  Removed boundary 2008-09-01 23:59:59.997  Partition already exists for boundary 2008-09-03 23:59:59.997  Created boundary 2008-09-04 23:59:59.997  Partition boundaries after maintenance  PartitionBoundary  -----------------------  2008-09-02 23:59:59.997  2008-09-03 23:59:59.997  2008-09-04 23:59:59.997 |
| Run date = 2008-09-05 00:00:00.000, Retention days = 1  Partition boundaries before maintenance:  PartitionBoundary  -----------------------  2008-09-02 23:59:59.997  2008-09-03 23:59:59.997  2008-09-04 23:59:59.997    Moved data older than 2008-09-02 23:59:59.997 (3 rows) to staging table  Removed boundary 2008-09-02 23:59:59.997  Moved data older than 2008-09-03 23:59:59.997 (4 rows) to staging table  Removed boundary 2008-09-03 23:59:59.997  Created boundary 2008-09-05 23:59:59.997  Created boundary 2008-09-06 23:59:59.997  Partition boundaries after maintenance  PartitionBoundary  -----------------------  2008-09-04 23:59:59.997  2008-09-05 23:59:59.997  2008-09-06 23:59:59.997 |
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i have an un paratiotioned index, and when i try to make a switch i get : "Partition maintenenace failed with error 7733 at line 106: 'ALTER TABLE SWITCH' statement failed. The table 'NReports5.dbo.TargetTable2' is partitioned while index 'IX\_TargetTable1\_RecipientSender' is not partitioned."  
what can i do?do i need to fix it on both original table and staging table?  
  
thnaks in advance  
peleg
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![Gravatar](data:image/png;base64,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)

This error means that the table is partitioned but the index listed in the error message is not. One of the requirements in order to use SWITCH  
is that a table and it's indexes must be aligned (partitioned similarly). This implies that the tables cannot contain a mix of partitioned and non-partitioned indexes. See the Books Online for details.  
  
The script below (based on DDL from your separate email) shows how you can change the existing non-partitioned index to a partitioned one so that up can use SWITCH:  
  
CREATE TABLE [dbo].[TargetTable2\_Staging](  
[StartDate] [varchar](15) NOT NULL,  
[Column1] [varchar](25) NOT NULL,  
[Column2] [varchar](25) NOT NULL,  
[id] [bigint] IDENTITY(1,1) NOT NULL,  
CONSTRAINT [PK\_TargetTable2\_Staging] PRIMARY KEY CLUSTERED   
(  
[StartDate] ASC,  
[id] ASC  
) ON [PRIMARY]  
) ON [PRIMARY]  
GO  
  
CREATE NONCLUSTERED INDEX [IX\_TargetTable2\_Staging] ON  
[dbo].[TargetTable2\_Staging]   
(  
Column1,  
Column2  
) ON [PRIMARY]  
GO  
  
CREATE PARTITION FUNCTION [PF\_TargetTable2](varchar(15))   
AS RANGE LEFT FOR VALUES (N'20081210000000', N'20081211000000',   
N'20081212000000', N'20081213000000', N'20081214000000', N'20081215000000',  
N'20081216000000', N'20081217000000', N'20081218000000', N'20081230000000')  
GO  
  
CREATE PARTITION SCHEME [PS\_TargetTable2] AS PARTITION  
[PF\_TargetTable2] TO ([PRIMARY], [PRIMARY], [PRIMARY], [PRIMARY],   
[PRIMARY], [PRIMARY], [PRIMARY], [PRIMARY], [PRIMARY], [PRIMARY], [PRIMARY])  
GO  
  
CREATE TABLE [dbo].[TargetTable2](  
[StartDate] [varchar](15) NOT NULL,  
[Column1] [varchar](25) NOT NULL,  
[Column2] [varchar](25) NOT NULL,  
[id] [bigint] IDENTITY(1,1) NOT NULL,  
CONSTRAINT [PK\_TargetTable2] PRIMARY KEY CLUSTERED   
(  
[StartDate] ASC,  
[id] ASC  
) ON [PS\_TargetTable2]([StartDate])  
) ON [PS\_TargetTable2]([StartDate])  
GO  
  
CREATE NONCLUSTERED INDEX [IX\_TargetTable2] ON [dbo].[TargetTable2]   
(  
Column1,  
Column2  
) ON [PRIMARY]  
GO  
  
--this will fail  
ALTER TABLE dbo.TargetTable2  
SWITCH PARTITION 1 TO TargetTable2\_Staging  
/\*  
Msg 7733, Level 16, State 4, Line 1  
'ALTER TABLE SWITCH' statement failed. The table 'TechnologyStack.dbo.TargetTable2' is partitioned while index 'IX\_TargetTable2' is not partitioned.  
\*/  
  
--recreate source table index as partitioned  
CREATE NONCLUSTERED INDEX [IX\_TargetTable2] ON  
[dbo].[TargetTable2]   
(  
Column1,  
Column2  
)  
WITH (DROP\_EXISTING = ON)  
ON [PS\_TargetTable2]([StartDate])   
  
--this will succeed  
ALTER TABLE dbo.TargetTable2  
SWITCH PARTITION 1 TO TargetTable2\_Staging